COUNTER DESCRIPTION AND FORMULAE

|  |  |  |
| --- | --- | --- |
| 1. | totalBytesRead | Total number of bytes read by CPU |
| 2. | readMissCount | Number of bytes CPU missed when cache is read by CPU |
| 3. | readHitCount | Number of bytes got hit when cache is read by CPU |
| 4. | readReplaceCount | Number of bytes got replaced in cache from memory |
| 5. | readWBCount | Number of dirty bits in cache |
| 6. | readCacheCount | Number of bytes CPU read from cache |
| 7. | readMemFnCount | Number of types read Memory function is called |
| 8. | readCacheFnCount | Number of types read cache function is called |

|  |  |  |
| --- | --- | --- |
| 1. | totalBytesWritten | Total number of bytes written by CPU |
| 2. | writeMissCount | Number of bytes CPU missed when cache is read by CPU |
| 3. | writeHitCount | Number of bytes got hit when cache is read by CPU |
| 4. | writeReplaceCount | Number of bytes got replaced in cache from memory |
| 5. | writeWBCount | Number of dirty bits in cache |
| 6. | writeCacheCount | Number of bytes CPU read from cache |
| 7. | writeMemFnCount | Number of types write Memory function is called |
| 8. | writeCacheFnCount | Number of types write cache function is called |
| 9. | WriteCPU2Cache | Number of bytes CPU wrote to memory (writeThrough) |

![](data:image/png;base64,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)

#include <stdio.h>

#include <stdlib.h>

#include <math.h>

#include <inttypes.h>

#include <stdbool.h>

#include <assert.h>

#include <string.h>

*//global constants*

#define cacheSize 262144

#define MAX\_LINES 131072

#define MAX\_WAYS 16

*//counters*

uint64\_t totalBytesRead;

uint64\_t readHitCount;

uint64\_t readMissCount;

uint64\_t readReplaceCount;

uint64\_t readWBCount;

uint64\_t readCacheCount;

uint64\_t readMemFnCount;

uint64\_t readCacheFnCount;

uint64\_t flushCounter;

uint64\_t totalBytesWritten;

uint64\_t writeHitCount;

uint64\_t writeMissCount;

uint64\_t writeReplaceCount;

uint64\_t writeWBCount;

uint64\_t writeCPU2MemCount;

uint64\_t writeCacheCount;

uint64\_t writeMemFnCount;

uint64\_t writeCacheFnCount;

*//global variables*

uint32\_t TAG[MAX\_LINES][MAX\_WAYS];

**bool** VALID[MAX\_LINES][MAX\_WAYS];

**bool** DIRTY[MAX\_LINES][MAX\_WAYS];

uint32\_t LRU[MAX\_LINES][MAX\_WAYS];

uint8\_t ws = 0;

*//void code3(void);*

**void** zeroCache()

{

totalBytesRead = 0;

readHitCount = 0;

readMissCount = 0;

readReplaceCount = 0;

readWBCount = 0;

readCacheCount = 0;

readMemFnCount =0;

readCacheFnCount =0;

totalBytesWritten = 0;

writeHitCount = 0;

writeMissCount = 0;

writeReplaceCount = 0;

writeWBCount = 0;

writeCPU2MemCount = 0;

writeCacheCount = 0;

writeMemFnCount = 0;

writeCacheFnCount = 0;

flushCounter = 0;

**for**(uint64\_t i = 0; i<MAX\_LINES; i++)

{

**for**(uint8\_t j =0; j< MAX\_WAYS; j++)

{

VALID[i][j]=0;

DIRTY[i][j]=0;

TAG[i][j] = 0;

LRU[i][j] = j;

}

}

}

uint32\_t getLine(uint32\_t add, uint8\_t N, uint8\_t BL)

{

uint32\_t line;

uint32\_t B = BL\*2;

uint64\_t L = cacheSize/(B\*N);

uint8\_t b = log2(B);

uint8\_t l = log2(L);

*// uint8\_t t = 24-l-b;*

line = add>>b;

uint32\_t bits = (pow(2,l)-1);

line = line&bits;

**return** line;

}

uint32\_t getTag(uint32\_t add, uint8\_t N, uint8\_t BL)

{

uint32\_t tag;

uint32\_t B = BL\*2;

uint64\_t L = cacheSize/(B\*N);

uint8\_t b = log2(B);

uint8\_t l = log2(L);

uint8\_t t = 24-l-b;

uint32\_t bits = (pow(2,t)-1);

tag = (add>>(l+b));

tag = tag&bits;

**return** tag;

}

**int** findWay(uint32\_t line, uint32\_t tag, uint8\_t N)

{

int8\_t way = -1;

**for**(uint8\_t i = 0; i<N; i++)

{

**if**(TAG[line][i] == tag)

way = i;

}

**return** way;

}

**bool** alwaysValid(uint32\_t line, uint32\_t N)

{

**bool** check=1;

**for**(uint8\_t i=0; i<N; i++)

{

**if**(VALID[line][i]==1)

check &=1;

**else**

check &=0;

}

**return** check;

}

int8\_t findOldestLRU(uint32\_t line, uint8\_t N)

{

uint8\_t lru = 0;

**for**(uint8\_t i = 0; i<N; i++)

{

**if**(LRU[line][i]==(N-1))

lru = i;

}

**return** lru;

}

**bool** isDirty(uint32\_t line, uint8\_t way)

{

**if**((DIRTY[line][way])&&(VALID[line][way]==1))

**return** 1;

**else**

**return** 0;

}

**void** writeBackRead(uint32\_t line, uint8\_t way)

{

readWBCount++;

}

**void** writeBackWrite(uint32\_t line, uint8\_t way)

{

writeWBCount++;

}

**void** invalid(uint32\_t line, uint8\_t way)

{

VALID[line][way] = 0;

DIRTY[line][way] = 0;

}

**void** setTag(uint32\_t line, uint8\_t way, uint32\_t tag)

{

TAG[line][way] = tag;

}

**void** valid(uint32\_t line, uint8\_t way)

{

VALID[line][way] = 1;

}

**void** updateLRU(uint32\_t line, uint8\_t N, uint8\_t way)

{

**for**(uint8\_t i = 0; i<N; i++)

{

**if**(LRU[line][i] < LRU[line][way])

LRU[line][i]++;

}

LRU[line][way] = 0;

}

**void** readCacheToCPU()

{

readCacheCount++;

}

**void** readCache(uint32\_t add, int8\_t N, uint8\_t BL, uint8\_t ws)

{

readCacheFnCount++;

int32\_t line = getLine(add,N,BL);

uint32\_t tag = getTag(add,N,BL);

int8\_t wayCheck = findWay(line,tag,N);

**bool** hit = (wayCheck!=-1);

**if**(!hit)

{

readMissCount++;

uint8\_t way = findOldestLRU(line,N);

**if**(alwaysValid(line,N))

{

readReplaceCount++;

**if**(isDirty(line,way))

{

writeBackRead(line,way);

invalid(line,way);

}

}

setTag(line,way,tag);

valid(line,way);

updateLRU(line,N,way);

}

**else**

{

readHitCount++;

updateLRU(line,N,wayCheck);

}

readCacheToCPU(); *//readCacheCount++*

}

**void** writeCache(uint32\_t add, **int** N, uint8\_t BL, uint8\_t ws)

{

writeCacheFnCount++;

int32\_t line = getLine(add,N,BL);

uint32\_t tag = getTag(add,N,BL);

int8\_t wayCheck = findWay(line,tag,N);

**bool** hit = (wayCheck!=-1);

**if**(!hit && ws!=2) *//not in cache and wb, wta*

{

writeMissCount++;

uint8\_t way = findOldestLRU(line,N);

**if**(alwaysValid(line,N))

{

writeReplaceCount++;

**if**((isDirty(line,way)&&(ws==0)))

{

writeBackWrite(line,way);

invalid(line,way);

DIRTY[line][way]=0;

}

}

setTag(line,way,tag);

valid(line,way);

**if**(ws==0)

DIRTY[line][wayCheck]=1;

updateLRU(line,N,way);

writeCacheCount++;

}

**if**(hit && ws!=2)

{

writeHitCount++;

updateLRU(line,N,wayCheck);

writeCacheCount++;

}

**if** (ws == 0)

DIRTY[line][wayCheck] = 1;

**if**(ws==2)

{

**if**(!hit)

writeMissCount++;

**else**

{

updateLRU(line,N,wayCheck);

writeCacheCount++;

writeHitCount++;

}

}

}

**void** readMemory(**void** \*pmem, uint32\_t size, int8\_t N, uint8\_t BL, uint8\_t ws)

{

readMemFnCount++;

uint32\_t line;

int32\_t lastLine = -1;

uint32\_t add = (uint32\_t)pmem;

**for**(**int** i = 0; i<size; i++)

{

line = getLine(add,N,BL);

**if**(line!=lastLine)

{

readCache(add,N,BL,ws);

lastLine = line;

}

add++;

totalBytesRead++;

}

}

**void** writeMemory(**void** \*pmem, uint32\_t size, uint8\_t N, uint8\_t BL, uint8\_t ws)

{

writeMemFnCount++;

int32\_t line,lastLine = -1;

uint32\_t add = (uint32\_t)pmem;

**int** i = 0;

**for**(i = 0; i<size; i++)

{

line = getLine(add,N,BL);

**if**(line!=lastLine)

{

writeCache(add,N,BL,ws);

lastLine = line;

}

add++;

totalBytesWritten++;

**if**(ws == 1 || ws == 2)

{

**if**(i%2 == 0)

writeCPU2MemCount++; *//writes exactly half the no. of times the mail loop executes because of wr\_bl =1*

}

}

}

**void** flush()

{

uint8\_t N = 1;

uint8\_t BL = 1;

uint32\_t B = BL\*2;

uint64\_t L = cacheSize/(B\*N);

**for**(uint64\_t i = 0; i<L; i++)

{

**for**(uint8\_t j =0; j<N; j++)

{

DIRTY[i][j]=0;

flushCounter++;

}

}

}

**void** writeToFile(FILE \*fp)

{

**if**(fp == **NULL**)

fprintf(fp,"File error\n");

**else**

{

fprintf(fp,"%lld\t, %lld\t, %lld\t, %lld\t, %lld\t, %lld\t, %lld\t \n", totalBytesWritten,writeHitCount,writeMissCount,writeReplaceCount,writeWBCount,writeCPU2MemCount,writeCacheCount);

}

fclose(fp);

}

**void** code()

{

uint8\_t x[524288];

uint8\_t N = 1,BL = 1;

**for**(uint32\_t i=0;i<524288;i++)

{

x[i]=0;

writeMemory(&x[i],**sizeof**(uint8\_t),N,BL,1);

}

printf("1. totalBytesWritten = %"PRIu64"\n",totalBytesWritten);

printf("2. writeHitCount = %"PRIu64"\n",writeHitCount);

printf("3. writeMissCount = %"PRIu64"\n",writeMissCount);

printf("4. writeReplaceCount = %"PRIu64"\n", writeReplaceCount);

printf("5. writeWBCount = %"PRIu64"\n", writeWBCount);

printf("6. writeCPU2MemCount = %"PRIu64"\n",writeCPU2MemCount);

printf("7. writeCacheCount = %"PRIu64"\n",writeCacheCount);

}

**void** code1()

{

uint32\_t data[65536];

uint64\_t sum =0;

uint8\_t N = 1;

uint8\_t BL = 1;

**for**(uint32\_t i=0;i<65536;i++)

{

sum += data[i];

readMemory(&data[i],**sizeof**(uint32\_t),N,BL,1);

}

printf("1. totalBytesRead = %"PRIu64"\n",totalBytesRead);

printf("2. readHitCount = %"PRIu64"\n",readHitCount);

printf("3. readMissCount = %"PRIu64"\n",readMissCount);

printf("4. replaceCount = %"PRIu64"\n", readReplaceCount);

printf("5. readWBCount = %"PRIu64"\n", readWBCount);

printf("6. readCacheCount = %"PRIu64"\n",readCacheCount);

}

**static** **void** memset\_16aligned(**void** \*space, **char** byte, size\_t nbytes)

{

assert((nbytes & 0x0F) == 0);

assert(((uintptr\_t)space & 0x0F) == 0);

memset(space, byte, nbytes);

}

**static** **void** align(size\_t align)

{

uintptr\_t mask = ~(uintptr\_t)(align - 1);

**void** \*mem = malloc(1024+align-1);

**void** \*ptr = (**void** \*)(((uintptr\_t)mem+align-1) & mask);

assert((align & (align - 1)) == 0);

*// printf("0x%08" PRIXPTR ", 0x%08" PRIXPTR "\n", (uintptr\_t)mem, (uintptr\_t)ptr);*

memset\_16aligned(ptr, 0, 1024);

free(mem);

}

**void** test3(uint8\_t N,uint8\_t BL,uint8\_t ws)

{

uint32\_t x[131072];

uint32\_t i;

uint32\_t S = **sizeof**(i);

writeMemory(&i,S,N,BL,ws);

**for**(i = 0;i<131072;i++)

{

x[i]++;

readMemory(&i,S,N,BL,ws);

readMemory(&x[i],S,N,BL,ws);

writeMemory(&x[i],S,N,BL,ws);

readMemory(&i,S,N,BL,ws);

writeMemory(&i,S,N,BL,ws);

}

printf("1. totalBytesWritten = %"PRIu64"\n",totalBytesWritten);

printf("2. writeHitCount = %"PRIu64"\n",writeHitCount);

printf("3. writeMissCount = %"PRIu64"\n",writeMissCount);

printf("4. writeReplaceCount = %"PRIu64"\n", writeReplaceCount);

printf("5. writeWBCount = %"PRIu64"\n", writeWBCount);

printf("6. writeCPU2MemCount = %"PRIu64"\n",writeCPU2MemCount);

printf("7. writeCacheCount = %"PRIu64"\n",writeCacheCount);

printf("8. writeMemFnCount = %"PRIu64"\n",writeMemFnCount);

printf("9. writeCacheFnCount = %"PRIu64"\n",writeCacheFnCount);

printf("\n");

printf("1. totalBytesRead = %"PRIu64"\n",totalBytesRead);

printf("2. readHitCount = %"PRIu64"\n",readHitCount);

printf("3. readMissCount = %"PRIu64"\n",readMissCount);

printf("4. replaceCount = %"PRIu64"\n", readReplaceCount);

printf("5. readWBCount = %"PRIu64"\n", readWBCount);

printf("6. readCacheCount = %"PRIu64"\n",readCacheCount);

printf("7. readMemFnCount = %"PRIu64"\n",readMemFnCount);

printf("8. readCacheFnCount = %"PRIu64"\n",readCacheFnCount);

}

*//cholesky functions*

**void** choldc(**double** \*\*a, **int** n, **double** p[],uint8\_t N, uint8\_t BL, uint8\_t ws)

{

**int** i,j,k,x,y;

**double** sum;

**double** sum1;

**double** l[n][n];

**double** sum2 = 0;

writeMemory(&sum2,**sizeof**(sum2),N,BL,ws);

writeMemory(&x,**sizeof**(x),N,BL,ws);

readMemory(&n,**sizeof**(n),N,BL,ws);

**for**(x =0; x<n;x++)

{

writeMemory(&y,**sizeof**(y),N,BL,ws);

readMemory(&n,**sizeof**(n),N,BL,ws);

**for**(y = 0; y<n; y++)

{

readMemory(&x,**sizeof**(x),N,BL,ws);

readMemory(&y,**sizeof**(y),N,BL,ws);

writeMemory(&l[x][y],**sizeof**(l[x][y]),N,BL,ws);

l[x][y] = 0;

readMemory(&y,**sizeof**(y),N,BL,ws);

writeMemory(&y,**sizeof**(y),N,BL,ws);

readMemory(&n,**sizeof**(n),N,BL,ws);

}

readMemory(&x,**sizeof**(x),N,BL,ws);

writeMemory(&x,**sizeof**(x),N,BL,ws);

readMemory(&n,**sizeof**(n),N,BL,ws);

}

writeMemory(&i,**sizeof**(i),N,BL,ws);

readMemory(&n,**sizeof**(n),N,BL,ws);

**for** (i=0;i<n;i++)

{

readMemory(&i,**sizeof**(i),N,BL,ws);

readMemory(&a[i][i],**sizeof**(a[i][i]),N,BL,ws);

writeMemory(&sum1,**sizeof**(sum1),N,BL,ws);

sum1 = a[i][i];

writeMemory(&k,**sizeof**(k),N,BL,ws);

readMemory(&i,**sizeof**(i),N,BL,ws);

**for** (k=0;k<=i-1;k++)

{

readMemory(&i,**sizeof**(i),N,BL,ws);

readMemory(&k,**sizeof**(k),N,BL,ws);

readMemory(&a[i][k],**sizeof**(a[i][k]),N,BL,ws);

readMemory(&sum2,**sizeof**(sum2),N,BL,ws);

writeMemory(&sum2,**sizeof**(sum2),N,BL,ws);

sum2 += a[i][k]\*a[i][k];

readMemory(&k,**sizeof**(k),N,BL,ws);

writeMemory(&k,**sizeof**(k),N,BL,ws);

readMemory(&i,**sizeof**(i),N,BL,ws);

}

readMemory(&sum1,**sizeof**(sum1),N,BL,ws);

readMemory(&sum2,**sizeof**(sum2),N,BL,ws);

writeMemory(&sum,**sizeof**(sum),N,BL,ws);

sum = sum1-sum2;

writeMemory(&sum2,**sizeof**(sum2),N,BL,ws);

sum2 = 0;

readMemory(&sum,**sizeof**(sum),N,BL,ws);

**if**(sum<=0)

printf("choldc failed \n");

readMemory(&sum,**sizeof**(sum),N,BL,ws);

readMemory(&i,**sizeof**(i),N,BL,ws);

writeMemory(&p[i],**sizeof**(p[i]),N,BL,ws);

p[i] = sqrt(sum);

writeMemory(&j,**sizeof**(j),N,BL,ws);

readMemory(&n,**sizeof**(n),N,BL,ws);

**for** (j=0;j<n;j++)

{

readMemory(&j,**sizeof**(j),N,BL,ws);

readMemory(&i,**sizeof**(i),N,BL,ws);

readMemory(&a[i][j],**sizeof**(a[i][j]),N,BL,ws);

writeMemory(&sum1,**sizeof**(sum1),N,BL,ws);

sum1=a[i][j];

writeMemory(&k,**sizeof**(k),N,BL,ws);

readMemory(&i,**sizeof**(i),N,BL,ws);

**for** (k=0;k<=i-1;k++)

{

readMemory(&i,**sizeof**(i),N,BL,ws);

readMemory(&k,**sizeof**(k),N,BL,ws);

readMemory(&a[i][k],**sizeof**(a[i][k]),N,BL,ws);

readMemory(&j,**sizeof**(j),N,BL,ws);

readMemory(&k,**sizeof**(k),N,BL,ws);

readMemory(&a[j][k],**sizeof**(a[j][k]),N,BL,ws);

readMemory(&sum2,**sizeof**(sum2),N,BL,ws);

writeMemory(&sum2,**sizeof**(sum2),N,BL,ws);

sum2 += a[i][k]\*a[j][k];

readMemory(&k,**sizeof**(k),N,BL,ws);

writeMemory(&k,**sizeof**(k),N,BL,ws);

readMemory(&i,**sizeof**(i),N,BL,ws);

}

readMemory(&sum1,**sizeof**(sum1),N,BL,ws);

readMemory(&sum2,**sizeof**(sum2),N,BL,ws);

writeMemory(&sum,**sizeof**(sum),N,BL,ws);

sum = sum1-sum2;

writeMemory(&sum2,**sizeof**(sum2),N,BL,ws);

sum2 = 0;

readMemory(&i,**sizeof**(i),N,BL,ws);

readMemory(&p[i],**sizeof**(p[i]),N,BL,ws);

readMemory(&sum,**sizeof**(sum),N,BL,ws);

readMemory(&j,**sizeof**(j),N,BL,ws);

readMemory(&i,**sizeof**(i),N,BL,ws);

writeMemory(&a[j][i],**sizeof**(a[j][i]),N,BL,ws);

a[j][i]=sum/p[i];

readMemory(&i,**sizeof**(i),N,BL,ws);

readMemory(&j,**sizeof**(j),N,BL,ws);

**if**(i<j)

{

readMemory(&j,**sizeof**(j),N,BL,ws);

readMemory(&i,**sizeof**(i),N,BL,ws);

readMemory(&a[j][i],**sizeof**(a[j][i]),N,BL,ws);

readMemory(&j,**sizeof**(j),N,BL,ws);

readMemory(&i,**sizeof**(i),N,BL,ws);

writeMemory(&l[j][i],**sizeof**(l[j][i]),N,BL,ws);

l[j][i] = a[j][i];

}

**else**

{

readMemory(&j,**sizeof**(j),N,BL,ws);

readMemory(&i,**sizeof**(i),N,BL,ws);

writeMemory(&l[j][i],**sizeof**(l[j][i]),N,BL,ws);

l[j][i] = 0;

}

readMemory(&j,**sizeof**(j),N,BL,ws);

writeMemory(&j,**sizeof**(j),N,BL,ws);

readMemory(&n,**sizeof**(n),N,BL,ws);

}

readMemory(&i,**sizeof**(i),N,BL,ws);

writeMemory(&i,**sizeof**(i),N,BL,ws);

readMemory(&n,**sizeof**(n),N,BL,ws);

}*//for loop of i ends here*

}

**void** cholsl(**double** \*\*a, **int** n, **double** p[], **double** b[], **double** x[],uint8\_t N, uint8\_t BL, uint8\_t ws)

{

**int** i,k; **double** sum;

writeMemory(&i,**sizeof**(i),N,BL,ws);

readMemory(&n,**sizeof**(n),N,BL,ws);

**for** (i=0;i<n;i++)

{

readMemory(&i,**sizeof**(i),N,BL,ws);

readMemory(&b[i],**sizeof**(b[i]),N,BL,ws);

writeMemory(&sum,**sizeof**(sum),N,BL,ws);

sum=b[i];

readMemory(&i,**sizeof**(i),N,BL,ws);

writeMemory(&k,**sizeof**(k),N,BL,ws);

**for** (k=i-1;k>=0;k--)

{

readMemory(&i,**sizeof**(i),N,BL,ws);

readMemory(&k,**sizeof**(k),N,BL,ws);

readMemory(&a[i][k],**sizeof**(a[i][k]),N,BL,ws);

readMemory(&k,**sizeof**(k),N,BL,ws);

readMemory(&x[k],**sizeof**(x[k]),N,BL,ws);

readMemory(&sum,**sizeof**(sum),N,BL,ws);

writeMemory(&sum,**sizeof**(sum),N,BL,ws);

sum = sum - a[i][k]\*x[k];

readMemory(&k,**sizeof**(k),N,BL,ws);

writeMemory(&k,**sizeof**(k),N,BL,ws);

}

readMemory(&i,**sizeof**(i),N,BL,ws);

readMemory(&p[i],**sizeof**(p[i]),N,BL,ws);

readMemory(&sum,**sizeof**(sum),N,BL,ws);

readMemory(&i,**sizeof**(i),N,BL,ws);

writeMemory(&x[i],**sizeof**(x[i]),N,BL,ws);

x[i]=sum/p[i];

readMemory(&i,**sizeof**(i),N,BL,ws);

writeMemory(&i,**sizeof**(i),N,BL,ws);

readMemory(&n,**sizeof**(n),N,BL,ws);

} *// for loop of i ends here*

readMemory(&n,**sizeof**(n),N,BL,ws);

writeMemory(&i,**sizeof**(i),N,BL,ws);

**for** (i=n-1;i>=0;i--)

{

readMemory(&i,**sizeof**(i),N,BL,ws);

readMemory(&x[i],**sizeof**(x[i]),N,BL,ws);

writeMemory(&sum,**sizeof**(sum),N,BL,ws);

sum=x[i];

readMemory(&i,**sizeof**(i),N,BL,ws);

writeMemory(&k,**sizeof**(k),N,BL,ws);

readMemory(&n,**sizeof**(n),N,BL,ws);

**for** (k=i+1;k<n;k++)

{

readMemory(&i,**sizeof**(i),N,BL,ws);

readMemory(&k,**sizeof**(k),N,BL,ws);

readMemory(&a[k][i],**sizeof**(a[k][i]),N,BL,ws);

readMemory(&k,**sizeof**(k),N,BL,ws);

readMemory(&x[k],**sizeof**(x[k]),N,BL,ws);

readMemory(&sum,**sizeof**(sum),N,BL,ws);

writeMemory(&sum,**sizeof**(sum),N,BL,ws);

sum = sum - a[k][i]\*x[k];

readMemory(&k,**sizeof**(k),N,BL,ws);

writeMemory(&k,**sizeof**(k),N,BL,ws);

readMemory(&n,**sizeof**(n),N,BL,ws);

}

readMemory(&i,**sizeof**(i),N,BL,ws);

readMemory(&p[i],**sizeof**(p[i]),N,BL,ws);

readMemory(&sum,**sizeof**(sum),N,BL,ws);

readMemory(&i,**sizeof**(i),N,BL,ws);

writeMemory(&x[i],**sizeof**(x[i]),N,BL,ws);

x[i]=sum/p[i];

readMemory(&i,**sizeof**(i),N,BL,ws);

writeMemory(&i,**sizeof**(i),N,BL,ws);

readMemory(&n,**sizeof**(n),N,BL,ws);

}*//for loop of i ends here*

}

*// main*

**int** main()

{

*//cholesky; matrix genration for computation by accessing a file genrated by matlab*

**int** i,j;

**double** \*\*l;

uint16\_t n=256;

l = (**double**\*\*)malloc(n\***sizeof**(**double**\*));

**for**(**int** row = 0;row<n;row++)

l[row]=(**double** \*)malloc(n\***sizeof**(**double**));

**double** p[n],x[n];

**double** b[256];*//generate 256 values by generating it in matlab and accesing it through a file*

**double**\* mat\_b=malloc(n\***sizeof**(**double**\*));

FILE \*fb;

fb=fopen("exp3.xls", "r+");

**if**(fb == **NULL**)

printf("File Error");

**else**

{

**for**(j = 0; j < n; j++)

{

**if** (!fscanf(fb, "%lf", &mat\_b[j]))

**break**;

b[j] = mat\_b[j];

}

}

fclose(fb);

**double**\*\* mat=malloc(n\***sizeof**(**double**\*));

**for**(i=0;i<n;++i)

mat[i]=malloc(n\***sizeof**(**double**));

**double**\*\* mat\_t=malloc(n\***sizeof**(**double**\*));

**for**(i=0;i<n;++i)

mat\_t[i]=malloc(n\***sizeof**(**double**));

FILE \*file;

file=fopen("exp2.xls", "r+");

**if**(file == **NULL**)

printf("File Error");

**else**

{

**for**(i = 0; i < n; i++)

{

**for**(j = 0; j < n; j++)

{

**if** (!fscanf(file, "%lf", &mat[i][j]))

**break**;

l[i][j] = mat[i][j];

}

}

}

fclose(file);

printf("\n");

*//creating a text file for storing values of the result*

FILE \*fp;

fp = fopen("‎⁨test.txt","w+");

align(16);

**int** loop3\_count = 0;

**for**(uint8\_t N = 1; N<=16; N = N\*2)

{

**for**(uint8\_t BL = 1; BL<=8; BL = BL\*2)

{

**for**(uint8\_t ws = 0; ws<3; ws++)

{

printf("N = %d, BL = %d, WS = %d\n", N,BL,ws);

**for**(i = 0; i < n; i++)

{

**for**(j = 0; j < n; j++)

mat\_t[i][j] = l[i][j];

}

zeroCache();

choldc(mat\_t,n,p,N,BL,ws);

cholsl(mat\_t,n,p,b,x,N,BL,ws);

test3(N,BL,ws);

fprintf(fp,"%lld\t %lld\t %lld\t %lld\t %lld\t %lld\t %lld\t %lld\t %lld\t \t %lld\t %lld\t %lld\t %lld\t %lld\t % lld\t %lld\t %lld\t %d\t %d\t %d\t \n", totalBytesWritten,writeHitCount,writeMissCount,writeReplaceCount,writeWBCount,writeCPU2MemCount,writeCacheCount, writeMemFnCount,writeCacheFnCount, totalBytesRead, readHitCount, readMissCount, readReplaceCount, readWBCount, readCacheCount, readMemFnCount, readCacheFnCount, N, BL, ws);

fflush(fp);

flush();

loop3\_count++;

}

}

}

printf("Number of Loops occurred = %d\n",loop3\_count);

}